* **Copy Constructor in C++**

A **copy constructor** is a member function that initializes an object using another object of the same class. Copy constructor is used to initialize the members of a newly created object by copying the members of an already existing object.Copy constructor takes a reference to an object of the same class as an argument.

## Copy Constructor is of two types:

* **Default Copy constructor:** The compiler defines the default copy constructor. If the user defines no copy constructor, compiler supplies its constructor.
* **User Defined constructor:** The programmer defines the user-defined constructor.
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## Syntax Of User-defined Copy Constructor:

Class\_name(**const** class\_name &old\_object);

Consider the following situation:

**class** A

{

    A(A &x) //  copy constructor.

   {

       // copyconstructor.

   }

}

In the above case, **copy constructor can be called in the following ways:**

![C++ Copy Constructor](data:image/png;base64,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)

## When Copy Constructor is called

Copy Constructor is called in the following scenarios:

* When we initialize the object with another existing object of the same class type. For example, Student s1 = s2, where Student is the class.
* When the object of the same class type is passed by value as an argument.
* When the function returns the object of the same class type by value.

**// program of the copy constructor.**

#include <iostream>

**using** **namespace** std;

**class** A

{

**public**:

**int** x;

    A(**int** a)                // parameterized constructor.

    {

      x=a;

    }

    A(A &i)               // copy constructor

    {

        x = i.x;

    }

};

**int** main()

{

  A a1(20);               // Calling the parameterized constructor.

 A a2(a1);                //  Calling the copy constructor.

 cout<<a2.x;

**return** 0;

}

**Output:**

20

**Example2 :**

#include <iostream>

using namespace std;

// declare a class

class Wall {

private:

double length;

double height;

public:

// initialize variables with parameterized constructor

Wall(double len, double hgt) {

length = len;

height = hgt;

}

// copy constructor with a Wall object as parameter

// copies data of the obj parameter

Wall(Wall &obj) {

length = obj.length;

height = obj.height;

}

double calculateArea() {

return length \* height;

}

};

int main() {

// create an object of Wall class

Wall wall1(10.5, 8.6);

// copy contents of wall1 to wall2

Wall wall2 = wall1;

// print areas of wall1 and wall2

cout << "Area of Wall 1: " << wall1.calculateArea() << endl;

cout << "Area of Wall 2: " << wall2.calculateArea();

return 0;

}

# **Constructors With Default Arguments In C++**

Default arguments of the constructor are those which are provided in the constructor declaration. If the values are not provided when calling the constructor the constructor uses the default arguments automatically.

#include<iostream>

using namespace std;

class Simple{

int data1;

int data2;

int data3;

public:

Simple(int a, int b=9, int c=8){

data1 = a;

data2 = b;

data3 = c;

}

void printData();

};

void Simple :: printData(){

cout<<"The value of data1, data2 and data3 is "<<data1<<", "<< data2<<" and "<< data3<<endl;

}